WEB322 Assignment 3

# Submission Deadline:

Friday, June 9th, 2017 @ 11:59 PM

# Assessment Weight:

5% of your final course Grade

# Objective:

Practice routing using Express as well as module design & promises in an application using a mock (JSON) dataset.

# Specification:

Extend your web322-app to listen on a number of additional routes (listed below). We will also introduce a custom (promise driven) module that will handle requests for data on our mock datasets.

## Getting Started:

As a first step, open your web322-app folder from Assignment 2 in Visual Studio Code. if you have not completed Assignment 2, you can still complete this assignment, however you will have to catch up and get a basic server running on Heroku first (see the [Getting Started with Heroku](http://zenit.senecac.on.ca/~patrick.crawford/index.php/web322/course-notes/getting-started-with-heroku/) Guide) and use that as your starting point.

Step 1: Obtaining the Data

* Before we fetch the data, we need to create a new folder at the root of our application called "**data**"
* Once this is complete, create 2 new files inside the "data" folder: **departments.json** and **employees.json**
* Open your web browser and navigate to: [this link (departments.json)](https://scs.senecac.on.ca/~patrick.crawford/shared/summer-2017/web322/departments.json) and copy the contents of the JSON file to your own departments.json file (within the "data" folder).
* Next, navigate to: [this link (employees.json)](https://scs.senecac.on.ca/~patrick.crawford/shared/summer-2017/web322/employees.json) and copy the entire contents of the JSON file to your own employees.json file (within the "data" folder) - this should be an array of 280 "employee" objects

Step 2: Adding a custom data-service.js module

* ![](data:image/jpeg;base64,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)Create a new file at the root of your application called "**data-service.js**"
* "**require**" this module at the top of your **server.js** file so that we can use it to interact with the data

If you have followed Step 1 and Step 2 correctly, your folder structure should look like the image to the right:

## Adding additional Routes:

We will be making use of this employee data from a different location from our "/" and "/about" routes. These routes will serve as the public-facing pieces of our application, whereas we will be dealing with employee management in a private area (later protected by a login page / user authentication, etc).

Adding New Routes for server.js

Inside your server.js add routes to respond to the following "get" requests for the application. Once you have written the routes, test that they work properly by returning a confirmation string using **res.send()** and testing the server using localhost:8080. For example, **localhost:8080/employees?department=1** could be set up to return something like **"TODO: get all employees for department 1"**. This will help to confirm that your routes are set up properly and you are correctly capturing the parameter values.

**Important Note**: Any response sending JSON from the server must include the correct content-type header - see [res.json([body])](http://expressjs.com/en/4x/api.html#res.json)

/employees

* This route will return a JSON formatted string containing all of the employees within the employees.json file
* It also includes the following optional filters (via the query string) o /employees?status=***value*** where ***value*** could be either "Full Time" or "Part Time"
  + /employees?department=***value*** where ***value*** could be one of 1, 2, 3, … 7 (there are currently 7 departments in the dataset)
  + /employees?manager=***value***

where ***value*** could be one of 1, 2, 3, … 30 (there are currently 30 managers in the dataset)

/employee/**value**

* This route will return a JSON formatted string containing the employee whose **employeeNum** matches the ***value***. For example, once the assignment is complete, **localhost:8080/employee/6** would return the manager: **Cassy Tremain**.

/managers

* This route will return a JSON formatted string containing all the employees whose **isManager** property is set to **true**.

/departments

* This route will return a JSON formatted string containing all of the departments within the departments.json file

[ no matching route ]

* If the user enters a route that is not matched with anything in your app (ie: http://localhost:8080/app) then you must return the custom message "**Page Not Found**" with an HTTP status code of **404**

## Creating the data-service.js module:

The promise driven data-service.js module will be responsible for reading the employees.json and departments.json files from within the "views" directory on the server, parsing the data into arrays of objects and returning elements ("employee" objects) from those arrays to match queries on the data.

Essentially the data-service.js module will encapsulate all the logic to work with the data and only expose accessor methods to fetch subsets of the data.

Module Data

The following two arrays should be declared "globally" within your module:

* **employees** - type: **array**
* **departments** - type: **array**

Exported Functions

Each of the below functions are designed to work with the employees and departments datasets. Since we have no way of knowing how long each function will take (we cannot assume that they will be instantaneous, ie: what if we move from .json files to a remote database, or introduce hundreds of thousands of objects into our .json dataset? - this would increase lag time).

Because of this, **every one of the below functions must return a promise** that **passes the data** via it's "**resolve**" method (or - if **no data was returned**, passes an **error message** via it's "**reject**" method). When we access these methods from the server.js file, we will be assuming that they return a promise and will respond appropriately with **.then()** and .**catch()** (see "Updating the new routes…" below).

initialize()

* This function will read the contents of the "./data/employees.json" file (**hint**: see th[e fs module](https://nodejs.org/api/fs.html#fs_file_system) & th[e](https://nodejs.org/api/fs.html#fs_fs_readfile_file_options_callback) [fs.readFile](https://nodejs.org/api/fs.html#fs_fs_readfile_path_options_callback)method), convert the file's contents into an array of objects (**hint**: se[e JSON.parse)](https://developer.mozilla.org/en/docs/Web/JavaScript/Reference/Global_Objects/JSON/parse) , and assign that array to the **employees array** (from above).
* Only once the read operation for "./data/employees.json" has completed successfully (not before), repeat the process for the "./data/departments.json" and assign the parsed object array to the **departments** **array** from above.
* Once these two operations have finished successfully, invoke the **resolve** method for the promise to communicate back to server.js that the operation was a success.
* If there was an error at any time during this process, invoke the **reject** method for the promise and pass an appropriate message, ie: reject("unable to read file").

getAllEmployees()

* This function will provide the full array of "employee" objects using the **resolve** method of the returned promise.
* If for some reason, the length of the array is 0 (no results returned), this function must invoke the **reject** method and pass a meaningful message, ie: "no results returned".

getEmployeesByStatus(***status***)

* This function will provide an array of "employee" objects whose **status** property matches the ***status*** parameter (ie: if ***status*** is "Full Time" then the array will consist of only "Full Time" employees) using the **resolve** method of the returned promise.
* If for some reason, the length of the array is 0 (no results returned), this function must invoke the **reject** method and pass a meaningful message, ie: "no results returned".

getEmployeesByDepartment(***department***)

* This function will provide an array of "employee" objects whose **department** property matches the ***department*** parameter (ie: if ***department*** is 5 then the array will consist of only employees who belong to department 5 ) using the **resolve** method of the returned promise.
* If for some reason, the length of the array is 0 (no results returned), this function must invoke the **reject** method and pass a meaningful message, ie: "no results returned".

getEmployeesByManager(***manager***)

* This function will provide an array of "employee" objects whose **employeeManagerNum** property matches the ***department*** parameter (ie: if ***manager*** is 14 then the array will consist of only employees who are managed by employee 14 ) using the **resolve** method of the returned promise.
* If for some reason, the length of the array is 0 (no results returned), this function must invoke the **reject** method and pass a meaningful message, ie: "no results returned".

getEmployeeByNum(***num***)

* This function will provide a single of "employee" object whose **employeeNum** property matches the ***num*** parameter (ie: if ***num*** is 261 then the "employee" object returned will be "Glenine Focke" ) using the **resolve** method of the returned promise.
* If for some reason, the length of the array is 0 (no results returned), this function must invoke the **reject** method and pass a meaningful message, ie: "no results returned".

getManagers()

* This function will provide an array of "employee" objects whose **isManager** property is **true** using the **resolve** method of the returned promise.
* If for some reason, the length of the array is 0 (no results returned), this function must invoke the **reject** method and pass a meaningful message, ie: "no results returned".

getDepartments()

* This function will provide the full array of "department" objects using the **resolve** method of the returned promise.
* If for some reason, the length of the array is 0 (no results returned), this function must invoke the **reject** method and pass a meaningful message, ie: "no results returned".

## Updating the code surrounding app.listen()

Before we start updating the routes in server.js we must make a small update to the code ***surrounding*** the app.listen() call at the bottom of the file. This is where the **initialize()** method from our data-service.js module comes into play.

Fundamentally, initialize() is responsible for reading the .json files from the "data" folder and parsing the results to create the "global" (to the module) arrays, "employees" and "departments" that are used by the other functions. However, it also returns a **promise** that will only **resolve** successfully once the files were read correctly and the "employees" and "departments" arrays were correctly loaded with the data.

Similarly, the promise will **reject** if any error occurred during the process. Therefore, we must **only call app.listen()** if our call to the initialize() method is successful, ie: .**then(() => { //start the server })**.

If the initialize() method invoked **reject**, then we should not start the server (since there will be no data to fetch) and instead a meaningful error message should be sent to the console, ie: **.catch(()=>{ /\*output the error to the console \*/})**

## Updating the new routes to use data-service.js

Now that the data-service.js module is complete, we must update our new routes (see above) to make calls to the service and fetch data to be returned to the client. Recall: Any response sending JSON from the server must include the correct content-type header - see [res.json([body]).](http://expressjs.com/en/4x/api.html#res.json)

Since our data-service.js file exposes functions that are guaranteed to return a **promise** that (if resolved successfully), will contain the requested data, we must make use of the **.then()** method when accessing the data from within our routes.

For example, the **/departments** route must make a call to the **getDepartments()** method of the data-service.js module to fetch the correct data. If **getDepartments()** was successful, we can use **.then((data) => { /\*return JSON data\*/ })** to access the data from the function and send the response back to the client.

If any of the methods were unsuccessful however, ie: **getEmployeeByNum(-4)** the **.then()** method will not be called - the **catch()** method will be called instead. If this is the case, the server **must** return a simple JSON object with 1 property: "message" containing the message supplied in the **.catch()** method, ie: **.catch((err) => { /\* return err message in the JSON format:** {message: ***err***}**\*/** **})**.

By **only** calling **res.json()** from within **.then()** or **.catch()** we can ensure that the data will be in place (no matter how long it took to retrieve) before the server sends anything back to the client.

## Sample Solution

To see a completed version of this app running, visit: [https://boiling-brushlands-45900.herokuapp.com](https://boiling-brushlands-45900.herokuapp.com/)

## Assignment Submission:

* Add the following declaration at the top of your server.js file:

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* \* WEB322 – Assignment 03

* + I declare that this assignment is my own work in accordance with Seneca Academic Policy. No part of this \* assignment has been copied manually or electronically from any other source (including web sites) or \* distributed to other students.

\*

* + Name: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ Student ID: \_\_\_\_\_\_\_\_\_\_\_\_\_\_ Date: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

\*

* + Online (Heroku) Link: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

* Publish your application on Heroku & test to ensure correctness
* Compress your web322-app folder and Submit your file to My.Seneca under **Assignments** -> **Assignment** 3 Important Note:
* **NO LATE SUBMISSIONS** for assignments. Late assignment submissions will not be accepted and will receive a **grade of zero (0)**.
* After the end (11:59PM) of the due date, the assignment submission link on My.Seneca will no longer be available.